Powerhouse Documentation

[Company name] | [Company address]

Farai Matyukira

2021

Group Members :

Farai Chorlis McCharles 34855467

Bethel Zvomuno 31709974

Charmain Lebelo 34687602

Seisaphoko Satekge 32395620

Tembelani Tshaka 35560940

|  |  |
| --- | --- |
| Research and Comparison | 3-7 |
| Powerhouse Heavy | 8 - 12 |
| Powerhouse Lite | 13 - 16 |
| Powerhouse Calculation | 16 - 23 |
| References | 24 |

# Research done

## AES and DES

### What’s AES encryption?

The advanced Encryption Standard is one of the most popular global encryption standards.  
 In order to select a secure AES, NIST considered three different block ciphers from the Rijndael family of ciphers. (Abdullah, A., 2017) These selected three ciphers were all 128 bits but the lengths of their keys were 128, 192 and 265 bits. (Cobb M. 2020)  
In the end, the block cipher developed by Rijmen and Daemen was selected. This AES was first adopted in the United States but in time, it became mainstream worldwide.  
AES is characterized as being a symmetric block cipher, in other words it uses the same key for encryption and decryption.( Wallen D, 2020)

### How does AES encryption work?

AES encryption has three different block ciphers: AES-128 (128 bit), AES-192 (192 bit) and AES-256 (256 bit). These block ciphers are named after the key length they use for encryption and decryption. All these ciphers encrypt and decrypt the data in 128-bit blocks but they use different sizes of cryptographic keys.( John Carl Villanueva, 2015)

• AES includes three block ciphers: AES-128, AES-192 and AES-256.

• AES-128 uses a 128-bit key length to encrypt and decrypt a block of messages, while AES-192 uses a 192-bit key length and AES-256 a 256-bit key length to encrypt and decrypt messages. Each cipher encrypts and decrypts data in blocks of 128 bits using cryptographic keys of 128, 192 and 256 bits, respectively.  
AES is developed using substitution-permutation network and it can be considered as a variant of Rijndael.  
Symmetric, also known as secret key, ciphers use the same key for encrypting and decrypting, so the sender and the receiver must both know -- and use -- the same secret key. The government classifies information in three categories: Confidential, Secret or Top Secret. All key lengths can be used to protect the Confidential and Secret level. Top Secret information requires either 192- or 256-bit key lengths.  
There are 10 rounds for 128-bit keys, 12 rounds for 192-bit keys and 14 rounds for 256-bit keys. A round consists of several processing steps that include substitution, transposition and mixing of the input plaintext to transform it into the final output of ciphertext.( Cobb M. 2020)

The AES encryption algorithm defines numerous transformations that are to be performed on data stored in an array. The first step of the cipher is to put the data into an array -- after which, the cipher transformations are repeated over multiple encryption rounds.

The first transformation in the AES encryption cipher is substitution of data using a substitution table; the second transformation shifts data rows, and the third mixes columns. The last transformation is performed on each column using a different part of the encryption key. Longer keys need more rounds to complete.( Wallen D, 2020)

### Choosing AES algorithms

Fifteen competing symmetric algorithm designs were subjected to preliminary analysis by the world cryptographic community, including the National Security Agency (NSA). In August 1999, NIST selected five algorithms for more extensive analysis:

1. MARS, submitted by a large team from IBM Research;

2. RC6, submitted by RSA Security;

3. Rijndael, submitted by two Belgian cryptographers, Joan Daemen and Vincent Rijmen;

4. Serpent, submitted by Ross Anderson, Eli Biham and Lars Knudsen; and

5. Twofish, submitted by a large team of researchers from Counterpane Internet Security, including noted cryptographer Bruce Schneier. (Cobb M. 2020)

### AES encryption uses:

AES uses symmetric key encryption, which involves the use of only one secret key to cipher and decipher information.

The Advanced Encryption Standard (AES) is the first and only publicly accessible cipher approved by the US National Security Agency (NSA) for protecting top secret information. AES was first called Rijndael after its two developers, Belgian cryptographers Vincent Rijmen and Joan Daemen.

AES-256, which has a key length of 256 bits, supports the largest bit size and is practically unbreakable by brute force based on current computing power, making it the strongest encryption standard. The following table shows that possible key combinations exponentially increase with the key size.

|  |  |
| --- | --- |
| Key Size | Possible Combinations |
| 1 bit | 2 |
| 2 bits | 4 |
| 4 bits | 16 |
| 8 bits | 256 |
| 16 bits | 65536 |
| 32 bits | 4.2 x 109 |
| 56 bits (DES) | 7.2 x 1016 |
| 64 bits | 1.8 x 1019 |
| 128 bits (AES) | 3.4 x 1038 |
| 192 bits (AES) | 6.2 x 1057 |
| 256 bits (AES) | 1.1 x 1077 |

Table 1. Key sizes and corresponding possible combinations to crack by brute force attack. Source: https://www.eetimes.com/document.asp?doc\_id=1279619#

### 

### AES security

Security experts maintain that AES is secure when implemented properly. However, AES encryption keys need to be protected. Even the most extensive cryptographic systems can be vulnerable if a hacker gains access to the encryption key.

Use of strong passwords, password managers, multifactor authentication (MFA), firewalls and antivirus software is critical to enterprise security. Employees should also be trained in ways to prevent social engineering and phishing attacks.

### Steps in the AES Encryption Process

1. Derive the set of round keys from the cipher key.

2. Initialize the state array with the block data (plaintext).

3. Add the initial round key to the starting state array.

4. Perform nine rounds of state manipulation.

5. Perform the tenth and final round of state manipulation.

## RAR files

### What are RAR files?

A compressed file, or data container, that holds one or more other files and folders inside of it. However, unlike a normal folder, a RAR file needs special software to open and "extract" out the contents.

It used the .rar extension. It provides several advanced features compared to the other compression tools, including multivolume archives, tight compression, recovery record and repair and EAS 256-but encryption. (Fisher T. 2020)

### What is the use of RAR files?

One probably only run into a RAR file when downloading computer software. File sharing websites and software distributors sometimes put their files in a RAR file so that they can compress it down to a smaller size, allowing you to download it faster than you otherwise could. Some RAR files are split into parts for easier transmission. (Fisher T. 2020)

RAR files can also be protected with a password and encrypted so that the contents inside of them stay hidden unless you know the password.

Another time a RAR file might be useful is when a friend has a long list of files they want to share with you, like photos, for example. Instead of having you download every single image file individually, your friend can first compile the photos into a RAR file and then share just that one file with you.

### How to open a RAR file?

If you double-click or double tap a RAR file without having specific software installed to open it, you will probably see one of the following messages: "Windows cannot open this file" or "How do you want to open this type of file (.rar)?".

RAR is the regular format of an archive program called WinRAR. The only problem with using WinRAR is that it is not free! Before you run off and buy it, please know that there are plenty of free RAR openers that can do the exact same thing but at zero cost.(Gibb, T. 2017)

Of all the un-RAR tools out there, 7-Zip is probably the best one. After installing 7-Zip, set it up to automatically associate itself with RAR files so that, going forward, you'll be able to just open a RAR file from anywhere on your computer and it'll open automatically in 7-Zip. (Gibb, T. 2017)

To do that, open 7-Zip File Manager from the Start menu and then go to Tools > Options. Select rar in the list of file types and then choose the + button for either the current user or all users (or both). A little disk icon will appear next to rar in the list. Save the changes with the OK button.

You can also open RAR files with 7-Zip by right-clicking on them and choosing 7-Zip > Open archive from the pop-up context menu. If you're dealing with multipart RAR files (named something like 123.part1.rar, 123.part2.rar, etc.), first select all the different parts of the RAR file and then right-click one of them; from that menu, choose 7-Zip > Extract files.

7-Zip is not the only free program that can open RAR files. PeaZip and jZip are two alternative RAR openers.

### Cracking a Password protected RAR file:

One problem with password protecting a RAR file is that you may have made your own RAR archive and secured it with a password but have since forgotten what that password is! This is where a RAR password cracker comes in handy.

One particularly effective, and completely free, program that can break the password on a RAR file is RAR Password Cracker Expert. It can use a brute force and/or a dictionary attack (with included wordlists) to attempt every possible angle at recovering the password. Lots of different options let you customize how the different attacks should work.

### How to convert a RAR file?

To convert a RAR file means to change it from a file with the RAR extension to a file with a different extension, usually 7Z, ZIP, LGH, TGZ, TAR, CAB, or some other archive format.

Like you now know, a RAR file is similar to a folder that contains other files. If your RAR file contains MP3 files, for example, you must open the RAR file, not convert it, to get the MP3s.

The quickest and most effective method to converting a RAR to ZIP, or any other common archive format, is a free file converter that supports RAR conversions, like Zamzar or FileZigZag. These two RAR converters are online services, which means you just upload the RAR file to the website and then download the converted file.

A free online RAR converter is perfect if the RAR file you're working with is small, but you probably don't want to use an online converter on a large RAR file. You'd first have to wait for the RAR file to upload and then wait for the converted file to download, something that might take quite a while for a really large file.

If you're converting a large RAR file, try IZArc. It's super easy to convert a RAR to 7Z, or one of several other archive file formats, from IZArc's Tools menu.

### How to make a RAR file?

Finding a free tool that can build a RAR file is not as easy as finding one that can open RAR files. This is because software developers must have explicit permission from Alexander Roshal (the copyright owner) in order to re-create the RAR compression algorithm.

The best suggestion we have for creating a RAR file is to use the trial version of WinRAR. Though it is a timed trial, technically valid for less than 30 days, it's the easiest way to build a new RAR file

# 

# What power house brings to the table:

There are two adaptation that were taken from the Predecessors algorithms which AES AND DES

DES - We took the LPT and RPT method of splitting data that will be encrypted .

AES - Using the the XOR operator to mix data with the refined key from the user in calculations .

What is better about Powerhouse

With this be added our own calculation on how to refine our our key this key refine method select specific characters in the key to use for out refined key for calculation . We also added a simple randomizing calculation for the data ranging from multiplication to addition and subtraction .WE also made a custom file extension which is a form of the JSON format so . We also used sonography to hide the reverse calculation arrays and data and filenames in the “.ph” file . We also added a custom way to differentiated which files where decrypted successfully if the file name starts with a “ph\_” it has been reverted successfully . More is explain below .

# Powerhouse :

# Powerhouse has two versions with is called Heavy and Lite with encrypt different information of files

# Powerhouse Heavy:

Powerhouse Heavy encrypts and decrypts the internal information of files. It can encrypt data specifically from a .txt files, .jpeg, .jpg, .png and rar files but it doesn’t return the rar files into a rar format.

### GUI.py – Powerhouse Heavy

![Graphical user interface, text, application, email
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### UML diagram – Powerhouse Heavy

|  |
| --- |
| Mainwindow |
| + Dialog |
| + \_\_init\_\_( self )  + browsefiles( self )  + encryptfiles( self )  + decryptfiles(self) |

### GUI Explained – Powerhouse Heavy

The Graphical user interface contains the class Mainwindow with the 4 methods shown in the UML diagram above.  
The GUI contains 3 buttons namely Encrypt, Decrypt and Browse.   
The encrypt button initializes encryption on a file chosen by the user using the GUI, the decrypt button decrypts the encrypted file and the browse button allows the user to open a file dialog whereby they’ll choose a file to encrypt and decrypt using the encrypt and decrypt buttons.   
There is a line edit where the user will be allowed to enter their own encryption key.  
The GUI also has two (2) list widgets.   
The first list widget is used to display files chosen by the user to encrypted and second list widget displays encrypted files after the encrypt button is pressed and encryption is done.

# Explanation:

file\_path\_finder() **Parameters and arguments**: path\_array(array of characters in file paths of the files to be encrypted files) and the key(given by the user) , password (is a variable that has a defined value)

**explanation:** the function goes through a series of if and elif statements and for statements to go through the file path and file extension of the files loaded to powerhouse. The file path is split into head and tail using the split. Followed by checking the tail of the file and the function decides on the file type and also decides what function or class to use for encryption. Note that only .jpeg files or .png files, .rar files, .txt

If tail ends with .rar: if tail.endswith(".rar"):

Function prints that an RAR is to be encrypted, requests the password for the .rar file password and extracts form the .rar file and they are store in the folder extract\_point .

If the file in extract\_point is a text file :

The information inside the file are read from the file and they are put through the ord() function and are saved in a array called array . A instance of Encrptor() is made and calls powerhouse and then array with key is sent to be encrypted .

If the file in extract\_point is a image :

If tail ends with .jpeg or .png:  
Function starts of by printing photo to be encrypted, reads the image file, converts the image to bytes, stores the bytes in an array and a instance of Encrptor() is made and calls powerhouse and then array with key is sent to be encrypted .

 elif tail.endswith(".jpeg") or tail.endswith(".png"):

If tail ends with .jpeg or .png:  
Function starts of by printing photo to be encrypted, reads the image file, converts the image to bytes, stores the bytes in an array and a instance of Encrptor() is made and calls powerhouse and then array with key is sent to be encrypted .

*elif*  tail.endswith(".txt"):

The information inside the file are read from the file and they are put through the ord() function and are saved in a array called array . A instance of Encrptor() is made and calls powerhouse and then array with key is sent to be encrypted .

If none of the tails for the ends of the files are found the function prints an error using exception handling.

The encrypted information is then save in the powerhouse specific file type (is a json file with a differentiated file extention .ph)

*with* open(*f*"endpool/{tail.split('.')[0]}.ph", "w") *as* outfile:

                     file\_content = json.dumps(

                                      {

                                                "reverse\_arrays": reverse\_arrays,

                                                "final\_text\_data": final\_text\_data,

                                                "file\_name": file\_path,

                                       }

                                            )

                                            outfile.write(file\_content)

                                        print("Encrypted file saved")

Decryption area of Heavy

### Pool\_search()

This function searches for files in the pool with the help of a key(That its takes in as input). Also consists of arrays: path\_arrays and file\_names that are related to the file paths of the files to be encrypted that are appended. Lastly this function calls the file\_path\_finder function.

def pool\_search():

        key = input("Please enter in the key : ")

        path\_array =[]

        file\_names = []

        for directory ,subdirectories,filenames in os.walk("pool"):

            for files in filenames:

                print (files)

                file\_names.append(files)

                paths = os.path.join(directory,files)

                path\_array.append(paths)

        file\_path\_finder(path\_array,key)

pool\_search searches through the end pool and retrevies the paths and file names of the files that have been encrypted and then the paths are appended into the array called path\_array and the key for the GUI is the sent to file\_path\_finder ()

File\_path\_finder() is also used for decryption on the boolean which checks if the file the file is powerhouse specific file type .ph

*elif* tail.endswith(".ph"):

.ph (.ph files are powerhouses own unreadable file type for saving encrypted files) files are expected if not then an error is returned.

Note .ph is only picked up if there are any encrypted files in the end pool.

Then the encrypted file is opened and the information inside is json loaded and assigned to the variable array .The variable array contains the reverse\_arrays and array of the file information and the original file name with are assigned to the variables final\_text\_data ,reverse\_arrays, filepath and then those variables are sent to the function decrypt().

*elif* tail.endswith(".ph"):

                data\_array = []

*with* open(file\_path,"r") *as* fi:

                        text\_file = fi.read()

                        array = json.loads(text\_file)

                        final\_text\_data =  array["final\_text\_data"]

                        reverse\_arrays =  array["reverse\_arrays"]

                        filepath =  array["file\_name"]

*for* values *in* final\_text\_data:

                            data\_array.append(values)

                        print("MODE == DECRYPT")

                        decrypt(data\_array , reverse\_arrays, key, filepath)

                        print("Encrypted file saved")

*def* decrypt(*data\_array*, *final\_text\_data*, *key*, *tail*):

        head, fileName = os.path.split(tail)

        export\_data = Decrptor()

        decryptedDataArray = export\_data.powerhouse\_decrypt(data\_array, final\_text\_data, key,fileName)

        decryptedData = bytearray(decryptedDataArray)

*with* open(*f*"reversed\_files/ph\_{fileName}", "wb") *as* outfile:

            outfile.write(decryptedData)

            print("decryption completed")

A instance of Decrptor() is made and then the if of final\_text\_data and the other variables is then sent to be powerhouse\_decrypt for decryption

# Powerhouse Lite:

This algorithm encrypts and decrypts the file itself instead of the internal information of the files. This algorithm unlike its sister program (Powerhouse Heavy) it can encrypt and decrypt every data type even audio files .

### GUI.py – Powerhouse Lite

![](data:image/jpeg;base64,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)

### UML diagram – Powerhouse Lite

|  |
| --- |
| Mainwindow |
| + Dialog |
| + \_\_init\_\_( self )  + browsefiles( self )  + encryptfiles( self )  + decryptfiles(self) |

### GUI Explained – Powerhouse Lite

The Graphical user interface contains the class Mainwindow with the 4 methods shown in the UML diagram above.  
The GUI contains 2 buttons namely Encrypt, Decrypt.  
The encrypt button initializes encryption on a file chosen by the user using the GUI, the decrypt button decrypts the encrypted file. Both buttons open a file dialog whereby they’ll choose a file to encrypt and decrypt. This allows for fast and easy access  
There is a line edit where the user will be allowed to enter their own 12 character encryption key.  
The GUI also has two (2) list widgets.   
The first list widget is used to display files chosen by the user to encrypted and second list widget displays a message to the user to inform them that the file has bee encrypted or decrypted. The second list widget also gives the user an error message whenever something goes wrong in the encryption and decryption process.

*def* browsefiles(*self*):

        fname = QFileDialog.getOpenFileName(self, "open file")

        self.lstFile.addItem(fname[0])

        self.files.append(fname[0])

*return*

*def* encryptfiles(*self*):

        self.browsefiles()

        print(self.files[0])

        self.filename.setMaxLength(12)

        key = self.filename.text()

        print("[key] ->", key)

        self.encrypt(self.files[0], key)

        key = self.filename.clear()

*def* encrypt(*self*, *filePath*, *key*):

        fileDataArray = []

        head, fileName = os.path.split(filePath)

        file = open(filePath, "rb")

        fileData = file.read()

        file.close()

        fileDataArray = bytearray(fileData)

        print("[head] -> ", head)

        print("[fileName] -> ", fileName.split("."))

*# print("[fileDataArray] -> ", fileDataArray)*

        export\_data = Encrptor()

        encryptedData = export\_data.powerhouse(fileDataArray, key, fileName)

        reverse\_arrays, final\_text\_data = encryptedData

*with* open(*f*"endpool/{fileName.split('.')[0]}.ph", "w") *as* outfile:

            file\_content = json.dumps(

                {

                    "reverse\_arrays": reverse\_arrays,

                    "final\_text\_data": final\_text\_data,

                    "file\_name": fileName,

                }

            )

            outfile.write(file\_content)

            print("encryption completed")

Code explanation:

    def browsefiles(self):

This function allows for files opened through file dialog to be returned in list widget (lstFile) and appended.

    def encryptfiles(self):

This function opens file dialog and sets key length to 12 characters then clears the line edit once encryption is complete after the encrypt button is pressed

    def encrypt(self, filePath, key):

encrypt takes the file path, and the key created from encryptfiles. This is given to function encrypt, encrypt opens and reads the bytes (“rb”) and sends it to FileDataArray. This is then given to Powerhouse to be encrypted.

Once encryption is complete the decryption process can commence which is the opposite of the powerhouse encryption algorithm .

The variable array contains the reverse\_arrays and array of the file information and the original file name with are assigned to the variables final\_text\_data ,reverse\_arrays, file\_name and self.file[0](is an array with the file to be decrypted )and then those variables are sent to the function decrypt().

*def* decryptfiles(*self*):

        self.browsefiles()

        print(self.files[0])

        self.filename.setMaxLength(12)

        key = self.filename.text()

        print("[key] ->", key)

*with* open(self.files[0], "r") *as* file:

            text\_file = file.read()

            data = json.loads(text\_file)

            final\_text\_data = data["final\_text\_data"]

            reverse\_arrays = data["reverse\_arrays"]

            file\_name = data["file\_name"]

            self.decrypt(self.files[0], final\_text\_data, reverse\_arrays, key, file\_name)

            key = self.filename.clear()

*def* decrypt(*self*, *filePath*, *data\_array*, *final\_text\_data*, *key*, *tail*):

        head, fileName = os.path.split(filePath)

        export\_data = Decrptor()

        decryptedDataArray = export\_data.powerhouse\_reverse(

            data\_array, final\_text\_data, key, tail

        )

A instance of Decrptor() is made and then the if of final\_text\_data and the other variables is then sent to be powerhouse\_decrypt for decryption.

# MAIN ENCRYPTION CALCULATION CORE

# powerhouse\_encrypt:

Encrptor **has method powerhouse**

### UML Diagram for Encrptor:

|  |
| --- |
| Encrptor |
| + powerhouse ( bytearray1(array), key(string), file\_name(string)) |
|  |

**Parameters and arguments:** bytearray1(array) and key(string), file\_name(string)

**What it returns**: final\_data\_array

final\_data\_array is a variable that will receive the encrypted arrays of values of the file and return it to the GUI.py

    final\_data\_array = step\_two(lpt,rpt,fixed\_key)

        print("powerhouse\_final\_array-->",final\_data\_array)

*return* final\_data\_array

**Explanation:**

**final\_data\_array = holds two array with are the reverse\_arrays( calculation log that is dictionaries ) and final\_text\_data(which is the encrypted information of the file that was given )**

fixed\_key = is variable that calls and receives the more refined version of the key that will be used in calculations using encryption\_key\_refine() function.

byte\_array1 =is the array of data needs to be encrypted

Calculation :

byte\_array1 is modulated by two to determine if the array of data is even or uneven.

-If even the array is split into equal array’s that will then be known as LPT and RPT

-If uneven the array will be split in to two uneven LPT and RPT arrays in which one in all cases LPT will be smaller and RPT will be bigger . The RPT will always take longer to be encrypted

Once LPT and RPT are made they are given to step\_two to be encrypted and the returned arrays are stored in **final\_data\_array**

*def* powerhouse(*self*,*bytearray1*,*key*,*file\_name*):

*try* :

            lpt = []

            rpt = []

            print("Now in Powerhouse Heavy Encrypt\_Core ")

            final\_data\_array =[]

            fixed\_key  = encryption\_key\_refine(key)

*# uneven number array*

*if* len(bytearray1)% 2 == 1:

                print("Uneven")

                extra\_value = len(bytearray1)

                x = len(bytearray1)

                max = int(x/2)

                print("max -->",max)

*for* i *in* range(max):

                    lpt.append(bytearray1[i])

*for* i *in* range (max,len(bytearray1)):

                    rpt.append (bytearray1[i])

                print("reverse\_third\_step lpt>>>:",lpt)

                print("reverse\_third\_step rpt>>>:",rpt)

                final\_data\_array = step\_two(lpt,rpt,fixed\_key,file\_name)

*elif* len(bytearray1)% 2 == 0:

                print("Even")

                max = int(len(bytearray1)/2)

*for* i *in* range (0,max):

                    lpt.append(bytearray1[i])

*for* i *in* range (max,len(bytearray1)):

                    rpt.append(bytearray1[i])

                print("reverse\_third\_step lpt>>>:",lpt)

                print("reverse\_third\_step rpt>>>:",rpt)

                final\_data\_array = step\_two(lpt,rpt,fixed\_key,file\_name)

*return* (final\_data\_array)

**encryption\_key\_refine():  
Parameters and arguments:** encrypt\_key

def encryption\_key\_refine(encrypt\_key)

**What function returns:** true\_key\_array

  return true\_key\_array

**Explanation:** has two local arrays : true\_key\_array and temp\_storage(array ) and variable temp\_value (int). Function iterates through encryption\_key and values are stored in temp\_storage array, the fourth value of temp\_storage is orded and multiplied by 12 and saved into variable i and the same is done for the 8th value and saved into the variable y. After that 2 Boolean values are declared i\_big and y\_big, they remain true, while i\_big is true i is divided by 20 if i is greater than 50 and if i is not a decimal after being divided by 20 it is saved as temp\_value and added to the true\_key\_array and the same is done for variable y. If i is no an integer 10 is added to it and it is turned into an integer using int and added to true\_key\_array after i\_big is made false then the loop is broken. And true\_key\_array is returned to calling point

*def* encryption\_key\_refine(*encrypt\_key*):

*try* :

        true\_key\_array = []

        temp\_value  = 0

        temp\_storage =[]

*for* i *in* encrypt\_key:

            temp\_storage.append(i)

        i = ord(temp\_storage[3])\*3

        y = ord(temp\_storage[7])\*3

        i\_big = True

        y\_big = True

        z\_big = True

*while*(  i\_big ):

*if* i > 50:

                i= i/20

*if* isinstance(i, int)==True:

                temp\_value = i

                true\_key\_array.append(temp\_value)

                i\_big  = False

*elif* isinstance(i, int)==False:

                temp\_value = int(i + 10)

                true\_key\_array.append(temp\_value)

                i\_big  = False

*while*(y\_big ):

*if* y > 50:

                y= y/20

*if* isinstance(y, int)==True:

                temp\_value = y

                true\_key\_array.append(temp\_value)

                y\_big  = False

*elif* isinstance(y, int)==False:

                temp\_value = int(y + 10)

                true\_key\_array.append(temp\_value)

                y\_big  = False

*return* true\_key\_array

*except* Exception *as* e:

        print("ERROR-in->encryption\_key\_refine>>>:", e)

**step\_two**

**Parameters and arguments:** lpt, rpt and encrypty\_number

**What the function returns:**

*return* final\_data\_array

**Explanation:**This is the core of the encryption which comprises of random selection of operation on each individual array(LPT and RPT) by utilizing the random function mainly the rand int and XOR operator in a three section calculation on the individual values of LPT and RPT .

True\_operation = is a random number created using the randint() function and is limited to a range of 1 to 3 to by the used to reverence a invisible order of operators

*if* true\_operation == 1 :

                value = i - round\_encryption\_number2

*elif* true\_operation  == 2:

                value= i + round\_encryption\_number2

*elif* true\_operation == 3:

                value = i \* round\_encryption\_number2

**Local functions variables :**

round\_control\_number\_lpt  = 0

        cal1lpt = []

        cal2lpt = []

**How :**

1. encrypt\_number is a array of int value .Those values of encrypt\_number are assigned to three variables which are containers that will be used in the round calculations **:**

        round\_encryption\_number1 = encrypt\_key[0]

        round\_encryption\_number2 = encrypt\_key[1]

2) The LPT array, RPT array are accessed and each value is put through three sections of calculations .LPT is calculated first and RPT is calculated after :

\*Note the code For LPT and RPT calculation is similar in the Example below LPT is the array that is being accessed but same processes is done on RPT

cal1lpt = []

        cal2lpt = []

        print("lpt data receiving check")

*#round one*

        round\_control\_number\_lpt += 1

*for* i *in* lpt:

*# XOR calculation*

            value = 0

            value = i ^ round\_encryption\_number1

            cal1lpt.append(value)

        round\_control\_number\_lpt += 1

*for* i *in* cal1lpt:

            true\_operation = randint(1,2)

            reverse\_encryption\_key\_lpt.append(true\_operation)

            value = 0

*if* true\_operation == 1 :

                value = i + round\_encryption\_number2

*elif* true\_operation  == 2:

                value= i \* round\_encryption\_number2

*elif* true\_operation == 3:

                value = i - round\_encryption\_number2

            cal2lpt.append(value)

- First section the LPT array is accessed and each value is XOR with the round\_encryption\_number1 and the value are saved in the cal1 array

- Second section the cal1 array is accessed and the a random number is created for each accessed value and that value passes through nested Boolean to determine what operator will be used for its calculation so each value has a different micro calculation done to it and the true\_operation number is save into the reverse\_encryption\_key\_lpt array and that array will later be added to the new dictioctionary called reverse\_arrays reverse\_arrays will have 2 keys and 2 values, first key being lpt\_reverse\_array and second key rpt\_reverse\_array, values being: the reverse\_encryption\_key\_lpt array value lpt, rpt are then sent to third\_step and are returned back to the variable final\_text\_data which will be returned back and then saved in the .ph file for representing an encrypted file.

  reverse\_arrays  = {}

        reverse\_arrays = {

            "lpt\_reverse\_array":reverse\_encryption\_key\_lpt,

            "rpt\_reverse\_array":reverse\_encryption\_key\_rpt

        }

        final\_text\_data = third\_step(cal2lpt,cal2rpt)

        print("Round LPT: ",round\_control\_number\_lpt," :")

        print("Round RPT: ",round\_control\_number\_rpt," :")

*return* (reverse\_arrays, final\_text\_data)

### Libraries used:

**Random**  
The random library was used to generate random numbers between 1 and 5 for unpredictability, if a normal sequence of numbers from 1 to 5 was used the encryption would have been more predictable.  
**Seed -** Seed is used to initialize random numbers so that the same random numbers are generated on multiple execution of the code for use in decryption.

**third\_step:**

*def* third\_step(*lpt*, *rpt* ):

*try*:

*if* lpt !=[]:

            print("lpt recived ")

*if* rpt !=[]:

            print("rpt recived ")

        textdata\_array = []

*for* i *in* lpt:

            textdata\_array.append(i)

*for* j *in* rpt:

            textdata\_array.append(j)

*# print("third step array -->", textdata\_array)*

*return* textdata\_array

        print ("Encryption has been completed")

*except* Exception *as* e:

        print("ERROR-in->third\_step>>>:", e)

**Parameters and arguments: LPT and RPT**

**What function returns: textdata\_array (a combination of the LPT and RPT)**

**Explanation: T**he LPT and RPT arrays are joined by being added to the textdata\_array and then the textdata\_array is returned to calling statement

### Libraries used:

**PYQT5**Is a python binding of the cross-platform GUI toolkit Qt, implemented as a python plug-in.

**Sys –** a module in python that provides various functions and variables that are used to manipulate different parts of the python runtime environment.

**Os –** provides function for interacting with the operating system.

# 
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